
Judul Artikel

NOTIFIKASI EMAIL DENGAN METODE ASYNCHRONOUS 
MENGGUNAKAN GOOGLE PUB/SUB
Mepa Kurniasih1*
1Teknik Informatika, Fakultas Teknologi Informasi, Universitas Budi Luhur
mepa.kurnia@gmail.com
Jl. Ciledug Raya, RT.10/RW.2, Petukangan Utara, Kec. Pesanggrahan, Kota Jakarta Selatan, DKI Jakarta

	Keywords: 

Google Pub/Sub, Email Notification, Asynchronous, Message Delivery.
	[bookmark: _heading=h.gjdgxs]Abstract 
In the digital era, many systems require fast and efficient email notifications without disrupting core performance. This study discusses the use of asynchronous email delivery methods using Google Pub/Sub to meet these needs. Google Pub/Sub was selected for its reliability in handling large volumes of messages with low latency, making it suitable for systems with high activity levels. The implementation of asynchronous notifications separates the email delivery process from the main workflow, improving system efficiency. The results of this study show that this method successfully manages email delivery effectively without affecting system performance. Additionally, the system provides mechanisms for error handling and retry, ensuring that messages are not lost even in the event of disruptions. This solution offers scalability and reliability, making it ideal for modern systems that require mass email notifications.
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	Abstrak
Di era digital, banyak sistem memerlukan notifikasi email yang cepat dan efisien tanpa mengganggu kinerja utama. Penelitian ini membahas penggunaan metode pengiriman email secara asinkron menggunakan Google Pub/Sub untuk memenuhi kebutuhan tersebut. Google Pub/Sub dipilih karena keandalannya dalam mengelola pesan dalam jumlah besar dengan waktu respons yang cepat, sehingga cocok untuk sistem dengan aktivitas tinggi. Implementasi notifikasi asinkron ini memisahkan proses pengiriman email dari alur utama, meningkatkan efisiensi sistem. Hasil penelitian menunjukkan bahwa metode ini berhasil mengatur pengiriman email secara efektif tanpa mengganggu kinerja sistem. Selain itu, sistem ini menyediakan mekanisme untuk menangani kesalahan dan pengulangan pengiriman, memastikan pesan tidak hilang meskipun terjadi gangguan. Solusi ini memberikan skalabilitas dan keandalan, menjadikannya ideal untuk sistem modern yang membutuhkan pengiriman notifikasi email dalam jumlah besar.
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Pendahuluan
Kemajuan teknologi pemrograman telah mencapai tingkat kompleksitas yang tinggi, di mana kebutuhan akan efisiensi dan reliabilitas semakin meningkat [1]. Salah satu aspek krusial dalam pengembangan aplikasi kompleks adalah kemampuan untuk mengelola proses asinkron, seperti pengiriman notifikasi email, tanpa mengganggu kinerja utama sistem [2]. Notifikasi email sering digunakan untuk berbagai keperluan, termasuk pemberitahuan status, peringatan, atau penyampaian informasi penting kepada pengguna secara real-time [3].
Pengiriman email secara langsung dalam aplikasi yang sedang berjalan dapat menyebabkan bottleneck, terutama ketika jumlah email yang harus dikirim sangat besar [14]. Bottleneck ini dapat menghambat kinerja utama aplikasi dan mengurangi efisiensi sistem secara keseluruhan. Oleh karena itu, metode asinkron menjadi solusi yang efektif untuk mengatasi masalah ini, memungkinkan pengiriman email dilakukan secara terpisah dari proses utama sehingga tidak mengganggu alur kerja aplikasi [15].
Google Pub/Sub adalah salah satu teknologi yang efektif dalam menangani kebutuhan ini. Sebagai sistem messaging asinkron, Google Pub/Sub memungkinkan aplikasi untuk mengirimkan dan menerima pesan secara independen dari proses utama, meningkatkan efisiensi dan kinerja sistem secara keseluruhan [6]. Google Pub/Sub menggunakan model publish-subscribe yang memisahkan produser dan konsumer pesan, memungkinkan aplikasi untuk memproses pesan dalam skala besar tanpa mengganggu operasional utama [7]. Selain itu, dengan memanfaatkan format pesan yang ringan dan terstruktur, seperti JSON, Google Pub/Sub mempermudah pengelolaan serta pemrosesan data yang dikirimkan melalui pesan tersebut [8].
Penelitian ini bertujuan untuk membahas penerapan metode asinkron untuk pengiriman notifikasi email menggunakan Google Pub/Sub, serta mengevaluasi efektivitasnya dalam mengurangi beban pada aplikasi utama. Metode ini diharapkan dapat menjadi solusi handal bagi perusahaan atau organisasi dengan sistem aplikasi yang kompleks dan membutuhkan pengiriman notifikasi email dalam jumlah besar [9][10].
Metode
Metodologi penelitian ini dilakukan secara sistematis untuk memastikan hasil yang dapat dipertanggungjawabkan.
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Gambar 1. Alur Penelitian
Pada tahap persiapan, data dan literatur terkait dikumpulkan untuk memahami kebutuhan sistem dan teknologi yang akan digunakan, seperti Google Pub/Sub dan format pesan JSON [16][17]. Analisis literatur ini penting untuk merancang sistem yang efektif dan efisien. Selanjutnya, pada tahap perancangan sistem, arsitektur sistem pengiriman notifikasi asinkron dirancang dengan komponen utama seperti publisher, Pub/Sub broker, dan subscriber [18][19]. Fokus utama adalah mengoptimalkan latensi dan efisiensi pengiriman pesan untuk memastikan bahwa sistem dapat menangani beban tinggi dengan baik. Tahap berikutnya adalah implementasi dan pengujian, di mana Google Pub/Sub dikonfigurasi sesuai dengan desain yang telah dibuat dan sistem diuji untuk mengukur kinerja, latensi, serta reliabilitas dalam skenario beban tinggi [13][14]. Pengujian ini bertujuan untuk memastikan bahwa sistem berfungsi sesuai dengan harapan dan dapat mengatasi volume pesan yang besar. Terakhir, pada tahap evaluasi, hasil pengujian dianalisis untuk menilai efektivitas sistem dalam memenuhi tujuan penelitian [11][12]. Evaluasi ini juga membantu dalam mengidentifikasi area yang memerlukan perbaikan. Metodologi ini dirancang untuk memastikan bahwa penelitian dilakukan dengan cara yang sistematis, sehingga hasil yang diperoleh dapat dipertanggungjawabkan secara ilmiah dan memberikan kontribusi yang signifikan pada pengembangan sistem pengiriman notifikasi asinkron.
Pembahasan 
Notifikasi email dengan metode asynchronous menggunakan Google Pub/Sub memiliki peran penting dalam meningkatkan efisiensi dan kinerja sistem yang memerlukan pengiriman notifikasi secara real-time. Salah satu penerapan populer dari metode asynchronous ini adalah dalam sistem yang memerlukan pengiriman email dalam jumlah besar, seperti notifikasi pada aplikasi berbasis web atau mobile.
Secara umum, proses pengiriman email dapat dilakukan secara synchronous atau asynchronous. Pada metode synchronous, pengiriman email dilakukan secara langsung dan menunggu hingga proses pengiriman selesai sebelum melanjutkan ke tugas berikutnya. Namun, metode ini memiliki kelemahan ketika jumlah email yang harus dikirimkan besar, karena dapat menyebabkan penundaan dan menurunkan performa aplikasi.
Google Pub/Sub menyediakan solusi untuk masalah ini dengan memanfaatkan pola messaging yang bersifat asynchronous. Dengan Pub/Sub, proses pengiriman email dilakukan secara terpisah dari aplikasi utama. Mekanisme ini bekerja dengan cara aplikasi mengirimkan pesan ke sebuah topic di Pub/Sub, yang kemudian diteruskan ke subscriber (misalnya, layanan yang bertugas mengirimkan email) untuk diproses. Proses pengiriman email tidak lagi bergantung pada alur utama aplikasi, sehingga aplikasi dapat terus berjalan tanpa harus menunggu hingga semua email terkirim.
Notifikasi email dengan metode asynchronous menggunakan Google Pub/Sub memiliki peran penting dalam meningkatkan efisiensi dan kinerja sistem yang memerlukan pengiriman notifikasi secara real-time. Penerapannya dimulai dengan model Publisher-Subscriber, di mana aplikasi bertindak sebagai publisher yang mengirimkan pesan ke topic Pub/Sub. Setiap kejadian yang memicu pengiriman email, seperti pendaftaran pengguna baru, membuat aplikasi mengirim pesan ke Pub/Sub tanpa harus menunggu email terkirim. Dalam hal ini, Pub/Sub bertindak sebagai sistem queue yang menampung pesan-pesan terkait email untuk diproses oleh subscriber pada waktu yang tepat. Layanan yang bertugas mengirim email bertindak sebagai subscriber yang menerima pesan dari Pub/Sub dan memprosesnya secara asynchronous, memungkinkan aplikasi utama fokus pada tugas lainnya tanpa terganggu oleh proses pengiriman email. Salah satu keunggulan Google Pub/Sub adalah kemampuannya dalam menangani skala besar, menjadikannya solusi ideal untuk aplikasi yang memerlukan pengiriman email massal dengan cepat. Selain itu, Pub/Sub juga dilengkapi mekanisme pengelolaan kegagalan, sehingga jika pengiriman email gagal, pesan dapat disimpan dan dikirim ulang tanpa mempengaruhi performa aplikasi utama. Dengan metode ini, pengiriman email menjadi lebih efisien, cepat, dan tidak membebani aplikasi, menjadikan Google Pub/Sub sebagai solusi fleksibel dan handal untuk menangani proses asynchronous, khususnya dalam konteks notifikasi email.
Hasil 
Hasil implementasi notifikasi email menggunakan metode asynchronous dengan Google Pub/Sub menunjukkan peningkatan efisiensi dalam pengelolaan pengiriman pesan tanpa mengganggu kinerja aplikasi utama. Dalam implementasi ini, aplikasi utama bertindak sebagai publisher yang mengirimkan pesan status pengiriman ke topik Google Pub/Sub. Pesan tersebut berisi informasi terkait status pengiriman dan dikirim secara asynchronous, sehingga proses pengiriman email tidak menghambat operasi lain dalam aplikasi.
Untuk memulai, perlu membuat topik di Google Pub/Sub yang akan digunakan sebagai tujuan pengiriman pesan. Topik ini berfungsi sebagai kanal di mana publisher dapat mengirimkan pesan, yang nantinya akan diterima oleh subscriber yang terdaftar. Berikut untuk pembuatan topik melalui Google Cloud Console
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Gambar 2. Pembuatan Topik 
Setelah topik dibuat, langkah berikutnya adalah pembuatan subscription. Subscription memungkinkan subscriber untuk menerima pesan yang dipublish ke topik. Berikut adalah proses pembuatan subscription melalui Google Cloud Console.
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Gambar 3. Pembuatan Subscription 
Dengan subscription ini, sistem dapat secara otomatis mendistribusikan pesan yang diterbitkan ke subscriber terdaftar, baik secara push maupun pull. 
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Gambar 4. Alur Pengiriman Notifikasi Email
Proses pengiriman notifikasi email secara asynchronous dimulai ketika endpoint menerima objek yang mewakili status pengiriman dari pengguna. Objek ini berisi informasi penting seperti status pengiriman, nomor pengiriman, dan ID aplikasi. Setelah menerima objek tersebut, controller meneruskan data ke layanan PubSubService yang bertanggung jawab untuk mempublikasikan pesan ke topik Pub/Sub. Pesan ini dipublikasikan ke topik yang telah ditentukan, dan karena proses ini dilakukan secara asynchronous, aplikasi utama tidak perlu menunggu hingga email terkirim dan dapat melanjutkan tugas lain. Pada sisi subscriber, sistem yang bertugas untuk mengirim email menerima pesan dari Pub/Sub dan memprosesnya. Dengan cara ini, beban pengiriman email dipisahkan dari alur utama aplikasi, sehingga meningkatkan efisiensi dan kinerja secara keseluruhan. Proses pengiriman email dilakukan secara asynchronous, memungkinkan aplikasi utama tetap responsif tanpa terhambat oleh proses pengiriman email. Subscriber bertugas mendengarkan pesan-pesan dari Pub/Sub dan mengambil tindakan, seperti mengirimkan email kepada pengguna.
Keuntungan pendekatan ini adalah jika terjadi kegagalan dalam proses pengiriman email, pesan tidak hilang, melainkan tetap tersimpan di Pub/Sub dan akan diproses kembali ketika sistem siap. Hal ini memberikan fleksibilitas dalam pengelolaan skala besar, di mana pesan email dalam jumlah besar dapat ditangani dengan efisien tanpa penundaan signifikan. Dengan memanfaatkan fitur retry dan dead-letter queue pada Pub/Sub, pesan yang gagal dapat diproses ulang atau diarahkan ke jalur lain untuk penanganan lebih lanjut, memastikan tidak ada pesan yang terabaikan.
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Gambar 5. Notifikasi Transaksi
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Gambar 6. Notifikasi Pembelian
Pengujian sistem menunjukkan bahwa subscriber berhasil menerima dan memproses pesan yang dikirim dari publisher. Setiap pesan yang berhasil diproses akan di-acknowledge, dan jika terjadi kegagalan, pesan akan di-nack agar Pub/Sub menyimpan dan mencoba mengirimkannya kembali. Implementasi subscriber dilakukan dengan membuat koneksi ke subscription di Pub/Sub dan menggunakan JavaMail API untuk mengirim email berdasarkan data yang diterima.
Secara keseluruhan, hasil pengujian memperlihatkan bahwa sistem ini dapat memproses pesan dalam skala besar dan mampu menangani berbagai skenario, seperti kegagalan pengiriman atau penundaan dalam pemrosesan pesan. Hal ini memastikan bahwa pesan tidak hilang, bahkan dalam kasus gangguan server email. Penerapan metode asynchronous ini terbukti efektif dalam meningkatkan efisiensi dan keandalan pengiriman email massal tanpa mengorbankan kinerja aplikasi utama. Hasil pengujian ini didokumentasikan dalam bentuk gambar yang menunjukkan detail notifikasi untuk pemesanan dan pembelian, memberikan gambaran yang jelas mengenai bagaimana sistem menangani notifikasi dalam berbagai skenario.
Pada Gambar 5, ditampilkan notifikasi yang dikirim kepada pengguna setelah melakukan pemesanan, mencerminkan format dan konten notifikasi yang dikirimkan oleh sistem, termasuk informasi penting terkait pemesanan. Pada Gambar 6, ditunjukkan notifikasi yang diterima pengguna setelah melakukan pembelian, menampilkan bagaimana informasi pembelian disajikan dalam notifikasi, termasuk status transaksi dan detail terkait. Kedua gambar tersebut menunjukkan bagaimana sistem dapat secara efektif mengelola pengiriman notifikasi dengan metode asynchronous, memastikan bahwa setiap notifikasi sampai kepada pengguna dengan tepat waktu dan tanpa mengganggu operasi utama aplikasi.
Selanjutnya, tahap pengujian dilakukan melalui beberapa skenario untuk memastikan sistem berfungsi sesuai harapan, mengukur performa, ketahanan, dan keandalan sistem dalam berbagai kondisi, termasuk saat beban tinggi atau ketika terjadi kegagalan pada proses pengiriman email.
Harapan Program		Tahap Yang Dilakukan		Hasil		Keberhasilan / Status
Pengiriman notifikasi email dilakukan tanpa mengganggu proses utama aplikasi.	Mengirim request yang memicu pengiriman email, lalu mengecek apakah aplikasi tetap berjalan normal dan email dikirim.	Aplikasi berjalan normal tanpa terpengaruh, dan email dikirimkan secara asynchronous melalui Pub/Sub.	Berhasil
Pesan email yang gagal dikirim disimpan dan dicoba ulang.	Menjalankan skenario di mana proses pengiriman email gagal (misalnya, koneksi server email putus) dan memeriksa apakah pesan tersimpan di Pub/Sub dan dikirim ulang setelah koneksi pulih.	Pesan gagal disimpan di Pub/Sub dan dikirim ulang ketika sistem kembali normal.	Berhasil
Skalabilitas sistem dengan jumlah pesan besar.	Mengirim sejumlah besar request yang memicu pengiriman notifikasi email dalam waktu singkat.		
	Semua pesan diterima oleh Pub/Sub dan diproses tanpa terjadinya backlog atau penurunan performa aplikasi.
	Berhasil
Proses asynchronous tidak memperlambat operasi aplikasi utama.	Melakukan request yang memicu pengiriman email dan memeriksa durasi waktu proses untuk melihat dampak pada kinerja aplikasi utama.	Aplikasi utama tetap merespons cepat tanpa adanya delay signifikan, menunjukkan bahwa proses asynchronous berjalan baik.	Berhasil
Pengiriman notifikasi email massal.	Mengirim request massal untuk mengirimkan notifikasi email kepada banyak pengguna secara bersamaan.	Semua email berhasil dikirim tanpa penundaan atau kegagalan pengiriman yang signifikan.	Berhasil
Penanganan error dalam pengiriman email.	Memicu skenario di mana data email tidak valid atau server email gagal memproses pesan.	Error ditangani dengan baik, pesan gagal disimpan di Pub/Sub, dan tidak ada dampak pada performa aplikasi utama.	Berhasil




Kesimpulan dan Saran
Berdasarkan pembahasan sebelumnya, dapat disimpulkan bahwa metode asynchronous dengan Google Pub/Sub telah berhasil diimplementasikan dalam pengiriman notifikasi email secara efisien. Dengan model publisher-subscriber, aplikasi dapat memproses notifikasi secara asynchronous tanpa membebani performa utama. Sistem ini juga mendukung skala besar, mampu menangani banyak pengguna, serta dilengkapi dengan mekanisme penanganan kegagalan yang handal.
Namun, meskipun asynchronous meningkatkan efisiensi, perlu diperhatikan bahwa keberhasilan pengiriman tidak hanya ditentukan oleh skema asynchronous ini. Berbagai faktor eksternal seperti kinerja jaringan, latensi server, dan volume trafik dapat mempengaruhi kecepatan pengiriman notifikasi kepada pengguna. Oleh karena itu, pemantauan dan pengelolaan kinerja sistem perlu dilakukan secara berkelanjutan untuk menjaga keandalan.
Untuk memaksimalkan implementasi sistem notifikasi email berbasis Google Pub/Sub, disarankan agar dilakukan peningkatan monitoring dan logging untuk memastikan bahwa semua pesan dikirim dan diterima dengan baik. Selain itu, pengamanan tambahan seperti enkripsi data dan autentikasi yang kuat sangat penting, terutama jika sistem menangani data sensitif. Kinerja subscriber juga harus dioptimalkan agar mampu menangani pesan dalam volume besar dengan cepat, serta skalabilitas sistem perlu terus ditinjau agar sistem tetap responsif menghadapi lonjakan pengguna.
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Transaksi Anda berhasil!

Yth. Bapak/lbu John Doe,
Terima kasih sudah bertransaksi
Berikut adalah informasi pesanan anda :

DETAIL PESANAN 8 Configential / Hanya bagi Store Owner

12345 emA 100 Rp30000 2  ApI00000  Rpl0000  Rp90.000

12345 hems 50 Rp25000 1  Rp25000  Rp2500  Rp22500
Total Rp112500
Biaya Pengiriman R 10.000 +
Grand Total Rp122500
Margin® Rp15.000 -

Saldo yang Dipotong - Rp 107,500

“Margin Divitung dari
Total Poin 150

ersentase margin x penjualan bersih (excluce PPN)

DETAIL PEMESAN
Nama Penerima : Jane Smith
No Tel Penerima : 0812 3456 7890

Alamat Penerima : JI. Contoh Alamat No. 123, Jakarta

Tingkatkan terus penjualan Anda dan nikmati semua keuntungan yang bisa diperoleh.

Salam Sukses,
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Transaksi Pembelian Listrik Prabayar Berhasil!

Yin. Bapakiibu John Doe,

‘Transaksi pembelian Listrk sebesar Rp 200000 berhasil diproses

Nomor Pesanan
Tanggal

NO METER

IDPEL

NAMA

TARIFIDAYA

NO REF

RP BAYAR
METERAI

PPn

PPJ

AANGSURAN

RP STROOMITOKEN
JML KWH
STROOMITOKEN

'ADMIN BANK

1234567830
12 September 2024
9876543210
123456789

John Doe

R1/500

ABCD1234

Rp 200,000
Rp6.000
Rp20.000

Rp 15.000

RpO

Rp 200,000

100 KWh
ABC123XYZ

Bank XYZ

‘Terima kasih atas transaksi Anda!

tomer Service
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